1. TypeScript là gì?

* TS là 1 superset của JS, được hỗ trợ rất mạnh, khắc phục được nhược điểm cua JS kiểu dữ liệu, hướng đối tượng,….

1. Tại sao nên sử dụng Typescript, Ưu điểm của Typescript

* Hỗ trợ nhiều tính năng trong các bản ES mới
* Hệ thống type tốt giúp người dùng biết trước các bug có thể phát sinh
* Gợi ý code
* Hỗ trợ generic
* Coding style tạo sự nhất quán trong các team đông người

1. Làm sao để cài đặt TypeScript

* Cài đặt gói nodejs ( môi trường biên dịch ts)
* Cài đặt ts lệnh : npm install –global typescript

1. Có thể chuyển mã TypeScript thành mã Javascript không, bằng cách nào?

Transpile TS ( transpile biên dịch 1 ngôn ngữ cùng họ hàng, khác complie biên dịch từ nn này sang nn khác) :

* Tạo file.ts
* Terminal/cmd vào thư mục chứa file.ts
* Gõ lệnh tsc tên file.ts để transplie ra file.js
* Gõ lệnh node tên file.js chạy file js

1. Kể tên các kiểu dữ liệu trong Typescript

* TS bao gồm các kiểu dữ liệu mà JS có (string, number, undefined,…) tuy nhiên ngoài ra còn có thêm các kiểu dữ liệu mới
* Tuple : khai báo mảng với các giá trị có kiểu dự liệu đã biết
* Interface :
* Enum : 1 biến có thể là tập hợp các hằng số đc định sẵn
* Any : có thể ap dụng bất kỳ kiểu dữ liệu nào khi ko biết chắc kiểu dữ liệu

1. Kể tên các vòng lặp được typescript hỗ trợ

* For
* For of : trả lại từng phần tử của tập hợp
* For in : duyệt qua từng phần tử của mảng và trả về vị trí các index của các phần tử trong mảng
* While
* Do-while

1. Phân biệt sự khác nhau giữa var, let, const

* Giống nhau : đều dùng để khai báo biến
* Khác nhau :

|  |  |  |
| --- | --- | --- |
| **Var** | **Let** | **Const** |
| Global /Function scope | Block scope {} | Block scope{} |
| Có thể sử dụng trước khi khai báo | Không thể sử dụng trước khi khai báo | Khong thể sử dụng trước khi khai báo |
| Có thể được cập nhật và khai báo lại trong phạm vị tồn tại | Có thể được cập nhật, nhưng không thể khai báo lại | Không thể cập nhật không thể khai báo lại |
| Khai báo có thể ko gán giá trị | Khai báo có thể ko gán giá trị | Phải có giá trị khi khai báo |

1. Trình bày khái niệm Single page application

* Single page application là ứng dụng 1 trang web, các thao tác đều được xử lý trên 1 trang duy nhất

1. lazy-loading là gì?

* Lazy-loading là ký thuật trì hoãn các tài nguyên không quan trọng vào thời điểm tải trang. Thay vì tải ngay lập tức các tài nguyên này chỉ tải vào các thời điểm khi cần thiết

1. Để khởi tạo một dự án angular sử dụng câu lệnh nào

* Khởi tạo dự án angular dùng câu lệnh : ng new tên-dự-án

1. Để chạy một dự án angular sử dụng câu lệnh nào

* Chạy dự án angular sử dụng câu lệnh : ng s-o hoặc ng s hoặc click vào nút ![](data:image/png;base64,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)

1. Tại sao nên sử dụng Angular (điểm mạnh)?

* Custom component : cho phép người dùng xây dựng các component riêng và có thể đóng gói chức năng với logic kết xuất thành các phần có thể tái sử dụng
* Data binding : dễ dàng di chuyển dữ liệu, liên kết dữ liệu từ js sang view và phản hồi sự kiện từ người dùng
* Dependency injection : cho phép viết các service module và đưa vào sử dụng ở bất kỳ nơi nào cần, cải thiện khả năng kiểm tra và tái sử dụng các service có nhiệm vụ giống nhau, giảm sự phụ thuộc
* Testing : dễ dàng thực hiện việc kiểm thử các phần trong ứng dụng
* Browser compatibility : cung cấp đa nền tảng, tương thích với nhiều trình duyệt
* Comprehensive :

1. Nhược điểm của Angular là gì?

* Không an toàn : angular là Framework FE, mà bản chất thì FE không bảo mật bằng BE
* Không áp dụng cho 1 số trình duyệt cso tính năng disable javascript
* Phải có kiến thức nền tảng về ts

1. Angular Cli là gì? Làm sao để sử dụng nó ?

* Angular Cli là 1 tool giúp tạo dự án 1 cách nhanh chóng. Nó tự động cấu hình các file và package dự án angular 1 cách tự động. hỗ trợ tạo component, directive hay service trong dự án bằng 1 đòng lệnh có sẵn
* Cách sử dụng :
* Cài bằng lệnh : npm install -g @angular/cli@latest
* Tạo dự án angular bằng ng new
* Sử dụng ng g để tạo component, module,… trong cửa sổ terminal

1. File angular.json và package.js sử dụng để làm gì?

* Angular.json : dùng để cấu hình lại Angular Cli
* Package.js : chứa các thư viện cần thiết để chạy dự án angular, ngoài ra còn để khai báo thêm thư viện bên ngoài

1. Giải thích kiến trúc của Angular

* Components : được xây dựng từ HTML, CSS, TS
* Services : là các lớp chuyên mon độc lập, được sử dugnj đẻ thực hiện các chức năng cụ thể trong ứng dụng
* Modules : là các gói code đc tổ chức thành các đơn vị logic và chức năng riêng biệt

1. Angular đi theo mô hình nào? Phân biệt mô hình MVVM và MVC

* Lúc đầu angularjs đi theo mô hình MVC. Sau này angularjs không triên khai MVC nữa mà gắn liền với mô hình Model-View-ViewModel
* MVC :
* Model : biểu diễn dữ liệu, xử lý nghiệp vụ, kết nối db
* View : hiển thị các thành phần giao diện, dữ liệu và tương tác với người dùng
* Controller : điều hướng và xử lý request, là cầu nối giữa View và Model
* MVVM :
* View : giống MVC
* Model : giống MVC
* ViewModel : hiển thị các phương thức, sự kiện và hàm đảm bảo trạng thái cảu View. Là lớp trung gian giữa View và Model đc xem là tp thay thế cho Controller trong MVC.

1. Component là gì ? các thành phần của component

* Component là thành phần đẻ xử lý và hiển thị dữ liệu đến người dùng
* Gồm có 3 tp chính :
* Template : hiển thị giao diện đến người dùng
* Class (properties + methods) : giúp liên kết với view
* Metadata : cung cấp thông tin bổ sung và định nghĩa class này angular component

1. Mô tả vòng đời component?

* Contructor ( không nằm trong vòng đời component ) :
* ngOnChanges : được gọi khi thuộc tính đầu vào có sự thay đổi
* ngOnInit : gọi khi khởi tạo component
* ngDoCheck : gọi khi component có sự thay đổi
* ngOnDestroy : gọi khi huỷ component

1. Trình bày được khái niệm template trong angular
2. Biên dịch AOT là gì? Những lợi thế của AOT ?

* Ahead-of-Time compilation (AOT) :

1. Trình bày về Data binding trong component

* One way binding :
* Interpolation {{}} com -> dom
* Property binding [] com -> dom
* Event binding () dom -> com
* Two way binding [(ngModel)]

1. Hãy mô tả khái niệm Databinding One Way & two way phân biệt sự khác nhau?

* One way binding là dữ liệu đc truyền theo 1 chiều. có thể từ view sang component hoặc ngược lại
* Two way binding là dữ liệu được truyền theo 2 chiều từ component sang view và ngược lại từ view

1. Directive trong angular là gì ?

* Directivelaf 1 thành phần trong angular được dùng tăng sức mạnh và mở rộng tính năng cho HTML
* Giúp người dùng có thể thay đổi cấu trúc, thuộc tính các thẻ html

1. Kể tên các directive được hỗ trợ trong angular

Có 3 loại directive

* Attribute : ngClass

ngStyle

* Stuctural : \*ngIf

\*ngFor

\*ngSwitch

* Custom : highliter

dropdown

1. Làm thế nào để lấy được dữ liệu từ component cha

* B1 : đặt @Input cho biến x cần nhận dữ liệu của component con
* B2 : sử dụng directive [x] = “value” trong selector của component con để binding dữ liệu

1. Làm thế nào để lấy được dữ liệu từ component con

* B1 : đặt @Output và Emitter ở con
* B2 : Emit giá trị từ con sang cha
* B3 : cha lấy giá trị từ con thông qua $event

1. Pipe là gì? Kể tên 1 số pipe thường sử dụng

* Pipe là định dạng dữ liệu, chuyển đổi dữ liệu hiển thị lên template cho người dùng cso thể hiểu được
* Vd: titleCase (hoa chữ cái đầu), currency (đơn vị tiền tệ), upperCase(in hoa toàn bộ)

1. ngFor là gì? Cách sử dụng
2. ngIf là gì? Cách sử dụng
3. Các cách tạo form trong Angular

* Có 2 cách tạo form trong angular là Template Driven Form và Reactive Form (Model Driven Form)

1. Phân biệt Template driven form và Reactive form

|  |  |
| --- | --- |
| **Template** | **Reacitve** |
| Tạo form từ template truyền dữ liệu cho file ts | Tạo form từ ts sau đó binding dữ liệu với template |
| Import module là FormModule | Import là ReactiveFormModule |
| Async | Sync |

1. Trình bày 1 số validate thường dùng. Cách custom validate như thế nào?
2. router trong angular dùng để làm gì?

* Router là đối tượng cho phép xác định component nào được hiển thị

1. Cách để lấy tham số trên URL trong angular

* Dùng ActivetedRote để lấy tham số ở trên URL

1. làm sao để kiểm tra người dùng có quyền truy cập vào 1 route ?
2. Trình bày sự khác nhau giữa navigateByUrl và navigate

|  |  |
| --- | --- |
| navigateByUrl | navigate |
| Được sử dụng để điều hướng tuyệt đối, thay đổi trực tiếp thanh vị trí, cung cấp 1 URL mới “hoàn toàn” | Được sử dụng để điều hướng tương đối, tạo ra 1 URL mới bằng cách áp dụng các lệnh được truyền, thêm vào |
| Ví dụ: muốn điều hướng từ abc.com/user đến abc.com/assets | Ví dụ: nếu đường dẫn hiện tại là abc.com/user , muốn điều hướng đến abc.com/user/10 |

1. Sự khác biệt giữa RouterModule.forChild và RouterModule.forRoot là gì?

* forRoot và forChild đều đc dùng để config routes
* forRoot chỉ được gọi 1 lần duy nhất trong AppRoutingModule
* forChild được gọi trong các module khác

1. Trình bày được ý nghĩa và khái niệm Observable

* Observable là đại diện cho khái niệm về 1 tập hợp các giá trị hoặc các sự kiện trong tương lai
* Khi các giá trị hoặc sự kiện phát sinh trong tương lai, Observable sẽ điều phối nó đến Observer

1. Trình bày được ý nghĩa và khái niệm Observer

* Observer là 1 tập hợp các callbacks tương ứng cho việc lắng nghe các giá trị ( next, error hay complete) được gửi đến từ Observable

1. Phân biệt sự khác nhau giữa Promise và Observable

|  |  |
| --- | --- |
| Observable | Promise |
| Có thể trả về nhiều giá trị đồng thời | Chỉ trả về 1 giá trị duy nhất |
| Có thể huỷ request | Không thể huỷ request |
| Có thể retry request | Không thể retry request |
| Có thể xử lý kết quả trước khi trả về | Không thể xử lý kết quả trước khi trả về |

1. Trình bày được ý nghĩa và khái niệm subcribe
2. ngModule là gì?

* Angular app đc chia thành các module, được gọi là ngmodule
* Ngmodule có thể chứa: pipe, component, service, directive
* Ngmodule có thể import các chức năng khác từ ngmodule khác và có thể export 1 số chức năng mà nó quản lý để ngmodule khác sử dụng
* Mỗi 1 angular app đều có ít nhất 1 ngmodule nó gọi là rootmodule và thông thường được đặt tên AppModule trong file app.module.ts
* Bản thân angular cũng chia các chức năng thành các module nhỏ như : ReactiveFormsModule, RouterModule